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Abstract

Contextual Probabilistic Movement Primitives (Contextual ProMPs) extend
ProMPs by adding context variables — i.e., variables that do not change dur-
ing trajectory execution — to the state representation of a system. In this paper, we
use Contextual ProMPs in the beer pong task to generalize demonstrated throwing
movements to new locations of the cup. Furthermore, we compare different encod-
ings of the context variables, i.e., position of the cup. We approximate the context
by a basis expansion in the weight-space of ProMPs using classical conditioning of
Contextual ProMPs. In addition, we put the context directly into the state vector
using Contextual Linear Regression (CLR), which is equivalent to conditioning of
Contextual ProMPs. Using an approximated context together with conditioning
of Contextual ProMPs, we achieved a success rate of 70% of hits and 20% of
nearly hits. In contrast, CLR was not that convenient in generating such successful
throwing movements, achieving only 2 successful and 3 nearly successful hits out
of overall 10 attempts using the same set of demonstrations.

1 Introduction

Probabilistic Movement Primitives (ProMPs, |[Paraschos et al.|[2013])) is a class of models that can
be viewed as a parametric probability distribution over the space of trajectories. This representation
allows performing various probabilistic operations to adjust a movement primitive to new circum-
stances. For instance, a via-point can be specified through conditioning, and coupling between joints
can be encoded via a distribution over their trajectories. Moreover, movement trajectories can be
conditioned on external variables called context using Contextual ProMPs, e.g., the location of a cup
in beer pong.

We use beer ponéﬂ as the task on which we apply contextual ProMPs. A typical setup of a beer pong
game consists of a ball and a pre-defined amount of the cups filled with beer for each team. Each
team aims then to land the ball in a cup of the other team. A cup with a caught ball is counted as
eliminated. As a first attempt, we simplify the rules by leaving only one cup with no pre-filled beer.
In future work, the robot should be able to play a full game.

Each team can use different techniques in order to land the ball in the cup: an arc shot, a fastball,
and a bounce shot. As a first attempt at solving this problem, we only use the arc shots to make the
throwing movements. In a future work, this approach can be extended to contextual policies that will
choose among different types of shots based on the current game situation.

In this paper, we apply the framework of contextual ProMPs to the game of beer pong in order to
generalize a throwing movement to new locations of the cup. To make contextual ProMPs work in

' A more detailed explanation of the rules can be found athttps://en.wikipedia.org/wiki/Beer_pong
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the game of beer pong, we require very precise demonstrations. We describe the way to obtain the
demonstrations, which turns out to produce very precise demonstrations. With this set of demonstra-
tions, we achieve promising results with contextual ProMPs, indicating that contextual ProMPs are
very convenient to solve the problems that contain context variables.

In addition, we compare the generalization quality of Contextual Linear Regression (CLR) in the
weight-space of ProMPs with contextual ProMPs.

Finally, we compare CLR in the weight-space of ProMPs with CLR in the weight-space of Dynamic
Movement Primitives (DMPs, (Schaall [2003]]).

2 Related Work

Several attempts have been made to learn beer pong in a simulation. [Wieland and Hoppe| [2013]]
optimized a throwing movement parameterized by a DMP using the POWER algorithm. [Wagner and
Schmitt [2013]] extend their work by enabling generalization to new cup locations through contextual
POWER. Due to the complexity of the problem, only limited generalization ability was achieved. We
propose to learn a single-throw movement by imitation learning and generalize to new cup locations
by contextual ProMP conditioning. Compared to the previous work, this approach can be used
entirely on a physical system, without requiring precise simulation of the ball and robot dynamics.
There are several more approaches that can be applied to the beer pong problem. For instance,
Maeda et al.|[2014] used ProMPs to model human—robot interaction by conditioning on the human
movement. We are closely following this work by replacing the human movement with the position
of the cup. Contextual Policy Search (Kupcsik et al.|[2017]]) can be applied to improve generalization
in case if a good simulator of the environment is available.

3 Probabilistic Movement Primitives

We provide a short introduction into Probabilistic Movement Primitives (ProMPs) and describe the
way how ProMPs can be conditioned on a subset/context of a state. In addition, we discuss the
relationship between contextual ProMP and CLR within the weight-space of ProMPs.

3.1 Basics

In ProMPs, a slice of a trajectory at time ¢ is assumed to be linear in features. To make the parameters
learnable, a Gaussian noise is added to the model, i.e.,

q T
Yt = |:q1tt:| :@tw-l—ey,
where ®; = [¢, gb] defines a diagonal and time-dependent basis function matrix and €, ~ N (0, 3,)

—C; 2 . . . .
is zero-mean i.i.d. Gaussian noise.¢); = exp{— (z 22‘) } denotes a Gaussian radial basis function.

The probability of observing the trajectory 7 is then given by p(7|w) = [, N (y¢| @] w, E,).
Temporal modulation and scaling are achieved by introducing the phase variable z which must be a
monotonically increasing function. The basis functions then directly depend on z instead of time.
Encoding the coupling between n joints is achieved by stacking the weights of each joint into one
vector w = [w}, ..., wX]” and building a block-diagonal matrix ¥ with ®; as its diagonal entries
for each dimension.

Assuming a Gaussian distribution over the weights w, the probability of observation y at time ¢ is
then given by

p(ys|w) ~ N (ye|Prw, 3y) = N (Yt | aws ).

The learning parameters @ = {t,,, X, } can be acquired by maximum likelihood estimation.

3.2 Conditioning

Assuming a Gaussian distribution over trajectories, ProMPs can be easily conditioned on some desired
state y;, e.g., new desired position of the cup. For conditioning, a desired observation s = [y, 2;‘;]



is added, and, after applying the Bayesian theorem, we have p(w|z}) = N (y; ¥ w, 2y )p(w).
To find p(w|x}), we update the mean and the variance:

nh = py + T (S + U5, P) T (Y — O ),

1
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where ~ and T stand for previous and new calculated variables respectively. The important property
of this conditioning is that the generated trajectory stays within the original distribution if the new
desired goal position lies in the distribution as well. We can also condition on the via-points at the
desired time steps, such that the generated trajectory will be including those via-points. For that, we
update the mean and the variance for each desired via-point.

3.3 Contextual ProMPs

As stated before, we can condition partially on a context ¢ (Paraschos et al.|[2017], Maeda et al.
[2014]). This conditioning is done by constructing the basis function matrix ¥, from Eq. to
contain only the variables that participate in the conditioning, and replacing y; with c. In case of
the beer pong problem, we let ¥, contain the variables only in the last two diagonal elements and
set the first 7 diagonal elements to zero. We use only x- and y-coordinates to represent the cup
positions and let ¢ contain only the context variables as well, setting other variables to 0. We ignore
the z-coordinate since the cup stays on the same table and, thus, does not change its z-coordinate.
Pluging both ¥, and y; into Eq. , we obtain a conditioned distribution. This approach can be
viewed as Contextual ProMPs, with

Pwle = Hw + zwczc_cl(c — Ke), 2
2:w|c = Ypw — Ewcx;lzcwv
from where we obtain the weights w = N(/-l'w|ca Swle)-

3.4 Relationship Between the Mean of Contextual ProMPs and CLR

There is a relationship between the mean of ProMP and linear regression, which has been also noted
in [Paraschos et al.l 2017, Section 4.3.2]. We expand this observation by deriving the mean of
contextual ProMP in a different way and comparing it to minimizing the objective function of CLR.
Using [Bishop, 2006, Eq. 2.96], we rewrite the mean pi,,|. from Eq. @ as

ll’w|c = Hw + 2:ch]c_cl(c - ll'c)v

= ZweD e+ (B — SweE 1 e),
= Ac+ b,

from where we have
A=3%,3" 3)

We observe that the conditional mean is a linear function of the context, where 3., and X .. can be
estimated as

1 N
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The estimate of the vector b can be found in the same way.

To apply CLR, we obtain one trajectory per cup position ¢ and fit the basis functions of ProMPs to this
trajectory in order to obtain the weights w. After collecting several weight vectors that correspond
to different cup positions, we assume that the vector is a linear function of the cup position, i.e.,
w = Ac + b. We ignore the additive constant b for simplicity and, thus, have

“4)

w = Ac.



Putting all column vectors w; into a matrix W and putting all row vectors c? in a matrix C, the linear
regression objective function can be stated as

J=tr{(W — AC)T (W — AC)}. 5)
Minimizing [5] with respect to A, we obtain
A=wcTccT)—1. (6)

We rewrite matrix products from Eq. (6) as

N
wcCT = E w,-ciT,
i=1

N
T T
cc :E w;C; ,
i=1

and, after substituting them back into Eq. (6], obtain a similar equation as after substituting Eq. (4)
into Eq (3). Note that in CLR, we do not normalize the product parts of the matrix A. We will study
the influence of the normalization factor in the experiments on the real robot in the next Section.

4 Experiments

We created a custom end effector that prevents the ball from being falling straight before the throwing
movement. However, it turned out to be hard to model how exactly the trajectory of the ball depends
on the trajectory of the robot. Nevertheless, experiments on the hardware showed a great repeatability
of successful throwing movements. Therefore, we decided to evaluate both contextual ProMPs and
CLR on a real robotic system without bothering with simulation.

4.1 Environment

(a) End effector with a ball inside it. The (b) Cup with markers that are used for
end effector consists of a cup to whicha  tracking its position. At least 4 markers
simple holder has been attached. are needed to create a rigid body in
OptiTrack.

Figure 1: Experimental setup.

We did our experiments on the Barett WA - a highly dexterous robotic arm with 7 degrees of
freedom. An SL simulator has been used to record and evaluate the computed trajectories before
executing it on the robot. To enable fast prototyping, a Robcom interface has been used which allows
sending the trajectories from Python to the robot via SCTP.

In order to be able to throw the ball, a simple end effector has been built on the last joint. The end
effector consists of a cup and a holder (Figure[Ta). The holder prevents the ball from being falling
in case the cup is tilted for more than 90 degrees. A tracking system Optitrack has been used for
recording the cup positions (Figure [Ib), which was treated as a rigid body. We tracked the ball in
the initial experiments, but decided against doing this, since tracking the cup position was already
sufficient enough for our experiments. The joint positions were recorded using SL with the help
of Robcom. New trajectories were computed using Python and sent to the robot via the Robcom
interface.

*http://barrett.com/products-arm.htm
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We evaluated two types of throwing movements - from the bottom and from the top. Throwing the
ball from the bottom required too high accelerations which could damage the robot. We, thus, decided
to use only the throws from the top with accelerations that could be reproduced by the robot without

damaging it.

4.2 Obtaining Demonstrations from the Real Robot

Obtain one
demonstration from
the real robot and
treat it as a reference

Move one of the
basis joints and

*replace the cup to the

appropriate landing
position

—>

Check if the
trajectory is
reproducible (original
and with the weights
of ProMPs or DMPs)

Record the location
of the cup with

h 4

OptiTrack and save
the trajectory with the
recorded cup position

Finally, check if the

h 4

saved trajectory is
reproducible

Figure 2: An illustration of the workflow that we use to obtain demonstrations.
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(a) A trajectory that produces a successful throwing
movement. This trajectory serves as a template for
all demonstrations.

(b) Locations of the cup on the table for which we
provide demonstrations.

Figure 3: An illustration of the demonstrations that has been obtained on the real robot.

Obtaining demonstrations on the real robot is a crucial part of our learning process, as we need to pay
attention to a proper correspondence between joint trajectories and locations of the cup. We propose a
straightforward workflow to obtain demonstrations from a single demonstration provided by a human
on the real robot.

We use kinesthetic teaching to record throwing movements and the OptiTrack system to track
positions of the cup. Instead of recording trajectories for each cup position separately, we record
only one successful throwing movement and filter the resulting joint trajectories using Butterworth
filter (Butterworth|[1930]]). We generate the needed amount of demonstrations using this single
demonstration by moving the base joints SFE or S. in the direction of new locations of the cup. In-
between, we check if the resulting trajectories (plain and computed by the weights of ProMPs/DMPs)
can be reproduced by the robot. We need 300 basis functions for ProMPs and 100 basis functions
for DMPs in order to reproduce the throwing movement. The high amount of the basis functions
becomes clear if we take a look at the joint trajectories of a throwing movement (Figure [3a). We can
observe there a high peak in the trajectory of elbow-joint (R_EB) which is needed to produce the
throwing movement. This high peak can only be reproduced by a big number of basis functions.
Once a plain trajectory and a trajectory computed by the weights of ProMPs/DMPs are reproducible
at least twice, we record the position of the cup using OptiTrack. We omit the z-position of the cup
since it always stays on the same table and, thus, does not move in vertical directions. Locations of
the cup for which we provide demonstrations are illustrated in Figure

Figure [2]illustrates the complete workflow. A clear advantage of this approach is that it requires
less time to record multiple demonstrations as we only need one template demonstration provided

3The acronyms SFE and SAA stand for Shoulder Flexion-Extension and Shoulder Abduction-Adduction.
SFE is responsible for rotating the whole robot around its base, while SAA rotates the arm itself.



by a human on the real robot, while the rest of demonstrations are obtained using this template
demonstration. Another advantage is that we immediately ensure that the trajectories and the
corresponding cup positions are well synchronized. Furthermore, an exact reproduction of the
demonstration by the radial basis functions is no more needed, since we can always place the cup to
that position where the ball lands after executing the demonstration, and, later, record this position.

4.3 Contextual ProMP

We implemented contextual ProMP in the way such that it could be conditioned on some context, as
described in Section e.g., on the location of the cup. We first evaluate our implementation on a
simple toy example consisting of only one joint and one context. Thereafter, we evaluate the ability
of contextual ProMPs to generalize to new locations of the cup on the real robot.

4.3.1 Toy Example with Two Joints

To test our implementation of contextual ProMPs, we evaluated it on a simple toy example with one
joint q and one context z, i.e., 7 = [¢, #]T. The joint trajectory is a sinus signal deformed with the
random noise N'(u, X), i.e., ¢ = sin(f) + N (u, X).The context is a random constant sampled from
the same distribution N (i1, X), i.e., z ~ N (11, X). An example set of demonstrations is illustrated
in Figure [fa] We then create a ProMP with this set of demonstrations. The resulting trajectory
distribution is illustrated in Figure We condition on the positions z,,,, € {0.05,0.10,0.15,2.0}
and plot the results in Figures |4c| el As expected, ¢ stays within the original distribution and clearly
correlates with z. We notice also that conditioning has to be done on positions within the distribution
of demonstrations or at least close enough to them. Otherwise, the conditioned trajectory of q can
become multiple times higher than the demonstrations and, thus, will not be reliable anymore and
could potentially damage the real robot. An example of such trajectory is illustrated in Figure 4]

qlrad]
°
&

q [rad]

tls] ts] tls]

(a) Provided demonstrations, where ~ (b) ProMP created from demonstra- (c) Conditioning on x = 0.10.
q = sin(0) + N(u,X) and z ~  tions illustrating mean and standard
N(p,2). deviation.
025 —a —a —a
0.20 013 o4
0.10 0.2
0.15
5 z 5 00
£ o10 £ 005 £
: 0.05 < 000 T 0.2
—-0.4
0.00 005
-0.6
—-0.05
-0.10
0.0 0.2 0.4 0.6 0.8 10 0.0 0.2 0.4 0.6 0.8 1.0 0.0 0.2 0.4 0.6 0.8 10
t(s] t[s] tls]
(d) Conditioning on x = 0.12. (e) Conditioning on x = 0.15. (f) Conditioning on x = 2.0. There

is a clear shape difference com-
pared to the previous conditioned
trajectories.

Figure 4: A toy example demonstrating the conditioning of a contextual ProMP on a subset.

4.3.2 Conditioning Contextual ProMPs on New Locations of the Cup

We obtain a set of demonstrations as described in Section 4.2|and create a contextual ProMP using
this set of demonstrations. The cup is then placed on a random position but within the region, which
is illustrated in Figure[3b} and condition the contextual ProMP on this position. We repeat these steps



for 20 random positions of the cup, with results illustrated in Figure[5a] The robot could achieve a
success rate of 70%. If we count successes along with near misses, the success rate even increases to
90%.

It is clear that contextual ProMPs has difficulties in landing the ball to positions that are almost
outside of demonstrations. Both 2 misses, as well as almost all near hits, are at the border of
demonstrations. The only near hit inside of the demonstrated region can be explained by a bad quality
of the used end effector. We, thus, make a conclusion that contextual ProMPs are very convenient to
solve such context problems as beer pong.

4.4 Contextual ProMPs vs. CLR in the Weight-Space of ProMPs vs. CLR in the
Weight-Space of DMPs

As already mentioned in Section [3.4] there is a relationship between the mean of contextual ProMPs
and CLR in the weight-space of ProMPs. As we use the mean of contextual ProMPs to generate
trajectories, we want to check this relationship between contextual ProMPs and CLR in the weight-
space of ProMPs in experiments. For that, we choose 10 random locations of the cup, record their
positions and let both algorithms compute corresponding trajectories. We then let the robot execute
the computed trajectories and count successful hits. The results are illustrated in Figure 5]
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(a) 20 throwing attempts with contextual ProMP.
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(b) 10 throwing attempts with contextual ProMPs. (c) 10 throwing attempts with CLR to the same

locations of the cup as in Figure[Sb|

Figure 5: An illustration of throwing attempts with different approaches - contextual ProMPs, CLR
in the weight-space of ProMPs and CLR in the weight-space of DMPs. Green markers indicate a
successful hit, yellow markers - an almost successful hit, as well as red markers indicate a miss. Grey
stars indicate a location for which a demonstration has been provided. Near miss denotes such a shot,
that has hit either the edge of the cup or its wall without landing in the cup.



While the contextual ProMP managed to hit the ball in 6 cases and to nearly hit the ball in 2 cases,
CLR in the weight-space of ProMPs could only achieve 3 success and 2 near hits. As we can see
in Figure[5c] CLR has difficulties in hitting the ball at the borders of demonstration area. Note that
in case of contextual ProMP, we approximate locations of the cup using basis functions of ProMPs,
while in case of CLR, we use the plain location of the cup. Considering this observation, we actually
see that using the plain values of the context does not necessarily lead to a better interpolation. On
the contrary, as we have seen in Section[4.3.2] we may produce much better results by approximating
the context variables.

In addition, we compare CLR in the weight-space of ProMPs with CLR in the weight-space of DMPs.
By that, we compare the ability of CLR to produce the same trajectories in the different weight-spaces.
We use the same set of demonstrations to fit the weights of DMPs using Eg. (6). We then condition
both algorithms on the same position of the cup and generate the appropriate trajectories. We subtract
one trajectory from another, sum the resulting differences along the joint axis for each time step and
plot the result in Figure [6]

~ w IS “

squared difference

Figure 6: Squared differences between the sum of the joint trajectories produced by CLR in the
weight-space of DMPs and ProMPs. Both algorithms have been conditioned on the same location
of the cup. A high peak can be observed during the throwing movement, although the difference is
actually small.

We observe that although there is a slight difference between trajectories, it is very small to have any
impact on the throwing movement. We let the robot execute the first trajectory, place the cup to the
position where the ball has landed and let the robot execute the second trajectory. Since the robot has
managed to hit the ball exactly to the same location of the cup, we make a conclusion that CLR in the
weight-space of ProMPs is similar to CLR in the weight-space of DMPs.

5 Conclusion and Future Work

For the beer pong task, the weights of ProMPs require about 300 radial basis functions to accurately
reproduce original demonstrations. A very big number of basis functions means also a very big
number of parameters, which makes ProMPs less attractive for policy search methods. However,
once reliable and repeatable demonstrations are obtained, contextual ProMPs will already generalize
to new cup positions very well. We have proven this statement in our experiments, where the robot
could achieve a success rate of about 80%. By that, we suppose that contextual ProMPs can be used
in any application task where a context variable is presented, once a reliable hardware is provided.
We have fulfilled our initial target to teach the robot to throw the ball in random locations of the cup.
However, there is still some space of improvements. For instance, a good and reliable end effector
could have a good impact on the overall performance. We can provide more demonstrations to cover
the whole space of the table, so that the robot will have no difficulties in throwing the ball to the
borders of the table anymore.

Ideally, the robot should be able to play in every environment as an human does. We, however, have
used a model-free imitation learning approach which is not able to generalize to new environments.
That is, once the experimental setup is changed, the old demonstrations will not work anymore. We
plan to improve this limitation by applying a model-based approach in the same game of beer pong.
Finally, we plan to create a beer pong framework with real rules so that a human will be able to play
a full game against the robot.
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